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(c) aggregation

(d) specialization

(e) generalization
Choose from the following list an organization you are most familiar with: college or
university, public library, hospital, fast-food restaurant, department store. Determine, as in
Exercise 1.9, the entities of interest and the relationships that exist between these entities.
Draw the E-R diagram for the organization. Construct a tabular representation of the entities
and relationships. ’

Are weak entities necessary? What is the distinction between a weak entity and a strong one?
Can a weak entity be converted to a strong entity?

Using the EMPLOYEE extity of Figure 2.6, convert each of the one-to-many associations
into a weak entity and a relationship. Identify the discriminator of each weak entity and the
attributes of each relationship.

Convert the E-R diagram that you prepared for Exercise 2.2 into a network database model.
List the record types and the set types in your model. Indicate for each set type the owner
and member record types.

Convert the E-R diagram that you prepared for Exercise 2.2 into a hierarchical database
model. List the record types and the hierarchy. Indicate how you can handle the situation
wlwrearecordtypcoccursinmorethanonchiemchyoroccursmaethanonceinthesame
hierarchy.

Explain the distinction between the representation of association and relationship in the
netwerk and hierarchical models.

The People’s Bank offer five types of accounts: loan, checking, premium savings, daily
interest saving, and money market. It operates a number of branches and a client of the bank
can have any number of accounts. Accounts can be joint, i.e., more than one client may be

" able to operate a given account. Identify the entities of interest and show their attributes.

What relationships exist among these entities? Draw the corresponding E-R diagram.

Give a sample of each of the tables that would be required for the E-R diagram of Exer-
cise 2.8.

Complete the network sets and the hierarchical trees for the portion of the data for the
Universal Hockey League given in the tables of Figure 2.35. Comment on the relative merits
of the three models from the point of view of data duplication and ease of retrieval.

Suppose that in the database design for the UHL of Section 2.5, we wished to maintain the
career statistics for cach player. (The total goals and assists over the lifetime—career—of a
player are to be maintained in addition to the season statistics.) Draw the modified E-R
diagram and give the corresponding database design using the relational, network, or
hierarchical model.

In each of the database designs given in Section 2.8, how would you find out if-a certain
player played as a forward or as a goalie? Introduce two IS_ A relationships between players
and entities FORWARD_POSITION and GOAL_POSITION and draw an E-R diagram for a
database application that requires keeping the player’s career statistics as well as the statistics
indicated in the text.

Explain why navigation is simpler in the relational data model than in the hierarchical data
model.
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Chapter 3 File Organization

3.1

In this chapter we focus on a number of methods used to organize files and the
issues involved in the choice of a method. File organization deals with the structure
of data in secondary storage devices. In designing the structure the designer is con-
cerned with the access time involved in the retrieval of records based on primary or
secondary keys, as well as the techniques involved in updating data. We discuss the
following file organization schemes: sequential, index sequential, multilist, direct,
extendable hashing, and tree structured. The general principles involved in these
schemes are presented, although we de not discuss the implementation issues under
a specific operating system.

introduction

Just as lists, arrays, trees, and other data structures are used to implement data or-
ganization in main memory, a number of strategies are used to support the organi-
zation of data in secondary memory. We can expect, as in main memory data orga-
nization, that there is no universal secondary data organization strategy suitable under
all usage conditions. As discussed earlier, certain attribute (or field) values can
uniquely identify a record, i.e., these attributes makeup the primary key of the rec-
ord. Other attribute values identify not one but a set of records. These attributes are
called secondary or nonprimary keys. In this chapter we consider both primary key
and nonprimary key retrieval and updates, bearing in mind that there are space/time
trade-offs for all structures.

Traditionally the term file has been used to refer to the folder that holds relaied
material in ordered storage for quick reference. We use the same word, file, to de-
scribe the object as well as its contents. The order of the file is an arrangement of its
contents according to one’s expected needs for future reference. For example, if we
have a file of birth dates of persons we know, we may wish to arrange them by date.
We could also arrange them alphabetically by fmily or first name. The choice of
arrangement depends on the reason for the file. If we wish to consult the file peri-
odically to discover upcoming birthdays, chronological order would be chosen. If,
however, we wish to know the date of Bill’s birthday; we would opt for the alpha-
betical ordering on first names. What are we to do when we have both types of
requirements? We could, for example, maintain a copy of the file in chronological
order and another in lexical order. In this case, the contents would be the same but
the order would be different. We would rarely remove (or delete) a person’s birth
date from the file; rather, we would add new names and dates to the file. We may
need to change someone’s name. In all of these cases both copies of the file would
be changed. It is impossible to change both files at the same instance, i.e., we first
alter one copy and then the other. Can we, while the changes are being made, make
use of either file? Imagine what would happen when a number of copies and a large
number of users exist. The method of creating a copy for each application is replete
with problems. A possible solution is to maintain the file in some physical order and
allow access in some other order, i.e., the logical access order is different from the
physical access order. This concept is very important because the same file could
then be used to support different access orders.

To further classify the contents, a file should be labeled. We can label the file
described above as a file of Birth_Dates. Similarly, we can create suitably named
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3.1

files for other things such as Recipes, Bills, and so on. We could keep all these files
in a box. The box, by definition, is also a file—it is a file of files. We could treat
the secondary storage medium as this box (a file of files). In this chapter we look at
techniques for managing files. The same techniques are applicable to the file of files.

Storage Device Characteristics

Figure 3.1

Presently, the common secondary storage media used to store data are disk and tape.
Tape is generally used for archival data. The storage medium used in a disk is a disk
pack. A disk pack, shown in Figure 3.1, is made up of a number of surfaces. Data
is read and written from the disk pack by means of transducers called read/write
heads. The number of read/write heads depends on the type of disk drive. If we trace
the projection of one head on the surface associated with it as the disk rotates, we
would create a circular figure called a track. The tracks at the same position on
every surface of the disk form the surface of an imaginary cylinder. In disk termi-
nology, therefore, a cylinder consists of the tracks under the heads on each of its
surfaces.

In one type of disk drive each track on each surface has a dedicated stationary
head, which does not move. Such a disk drive is called a fixed head drive. The
other type of disk drive is a moving head drive, wherein a single head is used for
each surface. When data from a given track is to be read, the head is moved to the
track. Figure 3.2 shows the cross section of a fixed head drive and Figure 3.3 shows
that of a moving head drive.

The disk stores data along coricentric tracks. It takes some time for the read/
write head of a moving head disk drive to move from track (or cylinder) i to track
(or cylinder) j. This is called the seek time. (For a fixed head disk, the seek time is
0.) In the case of a moving head drive, the seek time depends on the distance be-
tween the current head and the target head positions. Typical values are from 10 to
50 msec (msec = 1/1000 sec). If a file consists of ¢ consecutive cylinders and we
assume uniform and random distribution of requests for the different cylinders, we
can show that the average distance (in cylinders) the head moves is ¢/3 (proof for
this is given in Appendix 3.2 at the end of the text). Before data can be read or
written the disk has to rotate so that the head is positioned at some point relative to

Structure of a disk pack with read/write heads.
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Figure 3.2 Fixed head disk with read/write head per track.
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a marked start point. The time needed for the reading or writing to start depends on
the rotational delay. On the average, the rotational delay is half the rotation time,
that is, the time fcr the disk to rotate once. The rotational delay is called latency
time. For a drive that rotates at 3600 revolutions per minute, the average latency
time is 8.33 msec. The access time, therefore, depends on the seek time and the
latency time.

On magnetic tapes, data blocks are separated by interblock gaps (IBG). The
IBG can be attributed to the deceleration/ acceleration (stop/start) that takes place
between successive block reads. This only happens when, after a single access, time
is needed to process the data before a second read. When continuously scanning over
the data, there is no need to stop/start after reading each block. The IBG is also
scanned at the faster rate. The typical value for the IBG is 0.6 inch. The access time,
i.e., the time required to locate: the target block on a magnetic tape, depends on the
distance between the current and target blocks.

As we see from the above, the access time depends on the distance between the
current and target positions for both types of storage devices. This time can be optim-
ized by suitably placing records. It can also be affected by the file organization
employed.

We can abstract the disk storage medium in terms of a two-dimensional array
and the tape as a one-dimensional array of data blocks (see Figure 3.4). Note that in
both cases we can specify a unique address for a block (or physical record). We will



